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1 BIAN How-to Guide ï Applying the BIAN Standard 

 

1.1 Document Introduction 

 
The BIAN standard defines generic business capability partitions (Service Domains) 
and their semantic service operations. In order to map these standard designs to a 
specific organization they need to be selected, adapted and assembled to match the 
operational scope and structure of the organization and its underlying business 
applications. BIANôs high level conceptual definitions must then be mapped to more 
detailed implementation level technical designs. This third document of the BIAN 
How-to Guide presents the current guidelines for applying the BIAN designs in 
different business and technical environments and situations. 
 
This document is continually revised to reflect deployment insights gained between 
the major Service Landscape release cycles. With this release a related guide 
covering the use of BIAN to support API development has also been produced. 
Extracts of that guide are included in this guide for ease of reference. 
 

1.2 BIAN How-to Guide ï Applying the BIAN Standard 

 
This final document of the BIAN How-to Guide series explains how the BIAN 
standard can be used in deployment. As BIAN rapidly adds content to the model 
more experience is gained and new approaches are developed that are reflected 
back into these guidelines. The guidelines outlined in this document present the 
current view on different possible deployment approaches. These and new 
approaches will be refined and expanded as BIAN and BIAN members use the 
standard. 
 
Since the last version of the How-to Guide there have been several significant 
implementation projects and initiatives that have leveraged and extended the BIAN 
model. These projects have formed the basis for the revisions and updates included 
in this latest version. For some of these projects related case studies and white 
papers can be found on BIAN.org. Specific additions made with the latest release 
are:  
 

1. The specification of the Service Domain and its service operations has been 
extended in order to add precision and enhance the content of the service 
operations. The extensions have been defined in close coordination with 
BIANôs Semantic API Initiative.  

2. BIAN has embarked on defining the BIAN Business Object Model (BOM). This 
effort is also closely integrated with the BIAN API initiative. The BIAN BOM is 
informed by the industry standard ISO 20022 model 

 
In addition there are significant on-going activities within BIAN that are likely to be 
reflected in the next cycle or the guides. These include: 
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1. The definition of a business capability view of the BIAN Service Landscape ï 
this view will help business practitioners access the standard when the roles of 
the Service Domainôs are not intuitive and also provides a way for associating 
business value and performance in the context of specific business 
capabilities 

2. The definition of a vendor agnostic application architecture view of the Service 
Landscape ï this view will provide a structured way to map the business level 
BIAN designs to the various aspects of more detailed application architectures 
in a way that is agnostic to any one particular implementation, but also that 
supports traceability between physical solutions 

 
The intended audience for this document is the business and technical architects of 
the BIAN membership and any individual or organization seeking to apply the BIAN 
designs in practice. As with other documents of the How-to Guide series, some of the 
topics covered here from a deployment point of view are revisited in the other 
documents of the How-to Guide from their respective viewpoints. 
 

 
 

Figure 1: Applying the BIAN standard content 

 
As can be seen in the above overview Figure, the deployment approaches are 
explained in three main sections. 
 

Using the BIAN model as a high-level implementation design ï the BIAN 
business architecture model needs to be related to more detailed systems 
architecture views for implementation.  This complex topic is broken down as 
follows: 
 

1. SOA ï the benefits and stages of adoption 
2. Relating the BIAN business model view to business applications 
3. Service Domain clusters  
4. Adding detail to the BIAN business architecture specification 
5. Mapping the BIAN Service Domain in different technical environments 
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¶ Type 1 - Conventional (legacy/core) system rationalization  

¶ Type 2 - Host renewal/ESB integration 

¶ Type 3 - Loose coupled distributed/cloud and micro-service 
architectures 

6. Point Solutions ï steps and templates used to apply the BIAN designs 
7. Semantic API designs 
 

Building an Enterprise Blueprint ï the BIAN Service Landscape contains 
one and only one of each identified Service Domain in a óreference 
frameworkô. The Service Domains can be thought of as óbuilding blocksô. In 
order to assemble these building blocks into a representative model of a 
specific enterprise ï the enterprise blueprint - three steps are defined: 
 

1. Select/filter Service Domains to match the range of activities at the 
enterprise. 

2. Specialize/adapt service domains to reflect specific needs/behaviors of 
the enterprise. 

3. Duplicate and arrange Service Domains to match the organizational 
structure of the enterprise. 

 
An enterprise blueprint contains the selected Service Domains some time 
duplicated and then set out in a structure reflecting the structural make-up of 
the enterprise. This includes the way the business chooses to segment the 
market. The way the BIAN Service Domains can align to different types of 
bank and their associated market segmentation is discussed  

 
Using the Enterprise Blueprint for Planning & Analysis ï because the 
BIAN Service Domains define business roles that are highly enduring (ówhatô 
they do does not change, óhowô, ówhenô and perhaps ówhyô will change as 
business practices and solutions evolve) an enterprise blueprint assembled 
using Service Domains is highly stable over time. As a result it provides an 
excellent framework suited to a wide range of planning and analysis activities 

 
In past internal BIAN discussions and earlier versions of the How-to Guide a number 
of general types of projects or initiatives were identified that could leverage the BIAN 
standard. The types of projects aligned to the two general categories of deployment, 
as outlined in the next Figure:: 
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Figure 2: Projects split between point and enterprise solutions 

 
The ópoint solutionsô are addressed by the range of topics covered in the first main 
section of this guide: ñUsing the BIAN model as a high level implementation designò. 
The enterprise solutions are then covered in the second and third sections ï 
ñBuilding an Enterprise Blueprintò and ñUsing the Enterprise Blueprint for Planning & 
Analysisò. 
 
As BIAN members undertake implementation projects leveraging the standard BIAN 
will continue to provide case studies when possible for review at www.BIAN.org and 
the experiences gained will be used to continually expand and refine these 
deployment guidelines and other more specific guidelines as necessary.  

Targeted Point Solutions Enterprise Analysis Solutions

Assessing or Implementing a Point SolutionïA targeted solution for a 

narrowly scoped aspect of the business as might be supported by a single 

application and modeled using a collection of representative business scenarios 

to identify the involved Service Domains.

Application Portfolio RationalizationïUsing the enterprise blueprint as a 

framework to map the application portfolio to reveal gaps, overlaps and mis-

aligned applications. Because the Sevice Domains define discrete, non-

overlapping partitions, mapped applications can be compared ólike-for-likeô

Product LaunchïAn initiative to cover the specific activities that need to be 

coordinated and procedures followed with the development and deployment of a 

new product or a significant extension to an existing product. This would include 

development, training, cutover, customer updates.

Core Systems RepurposingïAn initiative using the BIAN Service Domain and 

service operation specifications to renew or repurpose an existing application. 

The would include specifying and service enabling key service operations to 

support wider access and possibly aspects of óexternalizationô.

Vendor Solution Alignment ïMatch and select vendor solutions for an existing 

or new business requirement. The motivation differs for banks and vendors:

For the Bank ïdefine required functions and interfaces & supplier standards 

alignment

For the Vendorïease of integration and greater re-use through  standard interfaces

Mergers & AcquisitionsïMerger activity is similar to application portfolio 

rationalization with one additional consideration. Attributions (such as a Service 

Domainôs cost sensitivity, security or competitive level) can be used to help 

select between competing applications from the merged organizations

Investment PlanningïUsing an enterprise blueprint assembled from Service 

Domains to assess existing capabilities, define target capability requirements, 

operational characteristics and performance goals and to target investment to 

address identified shortfalls.

Outsourcing/In-sourcingïBIAN Service Domains define óoutsourcableô 

business capabilities assuming their service dependencies are fully supported. 

Usualy Service Domains will be outsourced in groups rather than individually. An 

enterprise model can be used for a cross-organization assessment.
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2 Using BIAN Specifications as a high-level 
Implementation Design 

 
BIAN designs can be extended and used to define systems requirements for many 
types of solution implementation projects. The BIAN standard is a business 
architecture level model that defines a type of service-oriented architecture (SOA). A 
SOA captures the business activity as a collection of collaborating operational 
service centers.  It might be expected that the only type of systems architecture that 
could be linked or derived using the BIAN model would correspondingly be service 
oriented.  
 
There are several significant operational advantages in service based systems 
design. But the BIAN business architecture provides valuable insights and design 
structures for most of the prevailing technical environments found in banks (as 
described in more detail below). 
 
This section addresses the considerations and approaches for interpreting the BIAN 
standard in solution design and implementation. It is structured into a number of sub-
sections as follows: 
 

1. SOA ï benefits & óexternalizationô ï there are benefits for adopting 
service based designs at the technical systems level and at the higher 
business architecture level defined by BIAN ï these are outlined. The 
benefits can be associated with the degree or level to which the service 
oriented concepts are adopted in the application architecture. In this 
guide we informally consider three stages/levels of adoption. These 
levels are used to explain an important BIAN concept of 
óexternalizationô which is key to ensure Service Domains enforce good 
data and function encapsulation. 

2. Business to Technical Architecture ï Mapping Service Domains ï 
the BIAN Service Domain is a conceptual design of a business 
capability partition that is defined in terms of its business function and 
the service operations it offers and consumes. This business capability 
partition can be mapped to the supporting business applications and 
physical systems in various ways 

3. Service Domain Clusters ï a óclusterô represents a collection of 
Service Domains as might map to a business application. Different 
roles for the contained Service Domains are defined to help manage 
the service dependencies that define the external boundary of the 
application 

4. Adding detail to the BIAN business architecture specification ï 
the BIAN standard and supporting artifacts provide a high level 
specification of the core functionality, business information use and 
service operation boundary of Service Domains. With the latest release 
an additional level of specification has been added to the Service 
Domains. The business architecture specifications provide an 
organizing framework for adding the additional layers of detail needed 
to specify systems requirements and implementation designs. These 



BIAN How-to Guide Applying the BIAN Standard V6.0 

Page 12 of 85                            © 2018 BIAN e.V. | P.O. Box 16 02 55 | 60065 Frankfurt am Main | Germany                       

layers of detail can be considered in terms of application logic, 
information/data and communications.  

5. Interpreting SDôs in different technical environments ï as noted 
earlier, in the How-to Guide series we define three informal 
stages/levels of SOA adoption. These indicative levels have been used 
to consider how the BIAN standard applies in the three main, 
fundamentally different prevailing technical architectures found in most 
banks today 

6. Point Solutions ï sets out the general steps that can be followed 
when leveraging the BIAN business architecture in the context of a 
ópoint solutionô. This includes describing some working templates and 
model views that have been used in recent BIAN implementation 
projects 

7. Semantic API Initiative ï this initiative is using extended BIAN 
specifications to define high-level API designs. These designs can be 
applied at levels of sophistication corresponding to the three prevailing 
technical architectures described earlier 

 

2.1 Service Oriented Architectures & the Benefits of 
óExternalizationô 

 
The benefits of adopting service oriented architecture (SOA) approaches in systems 
design and implementation are well understood documented. In the How To Guide ï 
Creating Content the generally accepted benefits and those more specifically 
addressing the BIAN approach are referenced. They are summarized here for quick 
reference. 
 
The general IT systems related benefits for adopting SOA as described in detail by 
the Open Group can be paraphrased as follows: 
 

- Service ï the adoption of services in the systems architecture can improve 
information flow, help expose embedded functionality and offer greater 
organizational flexibility. 

  
- Service re-use ï service based software leads to lower software 

development and management cost. 
 
- Messaging ï has a wide range of positive impacts including configuration 

flexibility, better monitoring and intelligence, greater control and security. 
 
- Complexity and Composition ï services can simplify software supporting 

more complex, adaptive and more easily integrated solutions. 
 
The SOA benefits described by the Open Group relate to the impact on the 
development, performance and fit-to-purpose of software solutions. BIAN applies the 
SOA concepts at the level of business architecture ï defining the operational 
capability partitions and interactions that characteris operating practices within the  
bank rather than the specific mechanics of their supporting systems. Some of the key 
business architectural design properties that BIAN implements include: 
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- BIAN Service Partitions are Discrete ï the business purpose of a service 

partition is unique, non-overlapping and discrete. 
 
- BIAN Service Partitions are collectively comprehensive ï BIAN seeks to 

define a complete set of service partitions. All possible banking activity can 
be modeled using the identified Service Domains 

 
- BIAN Service Partitions are óelementalô ï the Service Domain supports a 

single business purpose. They are not made up of smaller service 
domains, instead the collection of identified Srvice Domains forms a ópeer 
setô. 

 
As a result of these specific operational design properties the BIAN SOA provides 
additional opportunities when used better to align the underlying business 
applications:  

 
- Operational re-use: the unique operational capabilities of individual 

Service Domains can be widely accessed across the enterprise increasing 
operational capability re-use, concentrating scarce and/or specialized 
resources and improving resource utilization/leverage.  

 
- Increased operational flexibility: as more business functions are made 

available through shared services, changing business needs and 
operating business models can more readily be supported through service 
realignment/re-use. In time these might in cases be offered by external 
parties  

 
- Reduced business information inconsistencies and fragmentation: the 

SOA partitions act as the single source for the business information that 
they ógovernô. This property is used to reduce inconsistency and 
fragmentation as Service Domains maintain an autonomous view of their 
own business information. 

 
- Performance optimization: each service partition fulfils a narrowly defined 

business purpose so its internal capabilities can be optimized for that 
specific behavior 
 

- Support for distributed systems solutions ï because the Service Domains 
define discrete business capability partitions that fulfill the full life-cycle of 
their role they define highly encapsulated entities. These partitions are 
well suited for distributed environments such as the cloud where access 
to a shared/centralized database is not always a practical option 

 
The building block of the BIAN SOA is the Service Domain ï it is a conceptual 
specification of a functional partition. A critical aspect of the Service Domainôs 
definition is to ensure effective encapsulation. In order to define properly 
encapsulated designs it is important to clearly distinguish between functions that a 
Service Domain performs directly (using its own internal capabilities and functions for 
which it still retains the ultimate responsibility but that it relies on other Service 
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Domains to execute through making delegated service calls. The design approach to 
determining what functionality should be delegated is referred to as óexternalizationô 
within BIAN. 
 
Defining BIANôs óExternalizationô approach 
 
Externalization is an approach used to determine what a Service Domain does itself 
and when it calls on the services of another Service Domain. Externalization ensures 
that each Service Domain performs a single discrete function and so enforces good 
encapsulation. . 
 
The way a Service Domains is scoped out is described in detail in the How-to Guide 
ï Design Principles & Techniques. In summary a Service Domainôs business purpose 
or role combines a type of commercial behavior (ófunctional patternô) that it applies to 
instances of a type of asset. This role is characterized by the Service Domainôs 
ócontrol recordô ï a mechanism that it uses to keep track every time it performs its 
role from start to finish.  
 
For example there is an óEmployee Assignmentô Service Domain. Its associated 
commercial behavior is assigning work and the asset is the employee (actually the 
employeeôs work capacity to be precise). The Service Domain covers the processing 
logic and governs the business information needed to handle all work assignments 
through their full life-cycle. A single control record instance is used to make, track 
and report on an individual employeeôs work assignments. 
 
In order to fulfill its business role a Service Domain may need to call on a wide range 
of other specialised Service Domains for many different reasons. For example the 
Employee Assignment Service Domain may need to check the employeeôs 
qualifications for a proposed assignment. Employee certification is a different 
specialized function. So the Employee Assignment Service Domain delegates the 
employeeôs certification assessment to another Service Domain ï i.e. the certification 
function is óexternalisedô.  
 
In summary the functionality contained within and business information governed by 
the Service Domain needs to be limited to the logic and information needed to 
address the life cycle of its own control record instances/subjects directly. Any other 
functionality should be external, i.e. accessed through delegated services from some 
other suitable Service Domain. 
 
The concept of externalization can be clarified by comparing it to more conventional 
sub routine calls that behave in a similar way but are not used specifically to enforce 
proper encapsulation: 
 

¶ Responsibility allocation ï responsibility is specifically allocated with an 
externalized service call as follows: the responsibility for confirming that the 
call is appropriate in the first place, subsequently making the call, accepting 
and acting on the result remains with the delegating Service Domain. The 
responsibility of the called service provider is only to deliver to the actual or 
implied service agreement.  
 



BIAN How-to Guide Applying the BIAN Standard V6.0 
 

                            © 2018 BIAN e.V. | P.O. Box 16 02 55 | 60065 Frankfurt am Main | Germany                       Page 15 of 85 

Assigning responsibility in a delegated exchange is an important aspect of 
service design and is necessary to protect the principle of encapsulation. A 
service provider controls the delivery of the service offered. They must make 
clear the nature/performance properties of the service they offer in order for 
the service consumer to make an accurate decision on the suitability of the 
service for their particular need. The service consumer retains responsibility 
for their decision to use a particular service. 
  
For example a person that uses a taxi service to get to the airport can 
reasonably expect that the taxi is well maintained and fuelled-up. But what if 
the traffic is particularly bad, or the taxi gets involved in an accident or the taxi 
suffers a flat tire and the individual misses the flight? Applying the definition of 
externalization the fault for missing the flight would lie with the decision to use 
the taxi service (with insufficient contingency) and not with the taxi service 
provider. 
 
The allocation of responsibility with utility calls is not necessarily so explicit. 
Users and allowed/intended usage is not as well assigned if at all as they are 
in the service based model.  
 

¶ Business Information/Data Access ï for a delegated service there is an 
implicit assumption that all information/data that needs to be agreed between 
the parties to fulfill the service exchange is contained in the messages 
underlying the exchange. Conversely with process/utility calls there can be 
assumptions made that there is some shared/global database with common 
data definitions available to both involved parties in order to support the 
interaction.  
 
The concept that each Service Domain is responsible for its own autonomous 
internal ódatabaseô and only needs to agree definitions of the information 
exposed through service operation exchanges is another key facet of 
encapsulation. 
 

¶ Functional Scope ï the Service Domain designs have well defined 
procedures to specify the functions that are performed directly by the Service 
Domain and those that are to be supported elsewhere and accessed through 
delegated service calls (externalized). The discrete non-overlapping 
properties of the Service Domains provides a comprehensive and robust 
framework for defining the required internal/contained and external 
functionality. As noted the internal functionality needs to support the full life-
cycle of the control record. Any function, information and action that does not 
have some aspect of the control record as its subject should be externalized. 
 
In conventional process oriented design, the definition of utilities and other 
shared resource access is determined primarily by implementation 
considerations and feasibility ï there is no high-level design partitioning 
discipline that enforces the correct scope of any particular functional ómoduleô   
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2.2 Business to Technical Architecture ï Mapping Service Domains 

 
The BIAN SOA defines discrete business capability partitions as Service Domains. 
The Service Domains are usually considered to operate as service centers ï 
operational capabilities that provide (and consume) business services from other 
operational capabilities.  
 
At the business architecture level the Service Domains can be used as the elemental 
blocks for building different views of the business enterprise that are then used for 
different types of planning and analyses. This use of Service Domains is addressed 
in Sections 3 & 4 of this guide. This section looks at relating the Service Domains to 
the underlying systems architecture model views that can be used to help design the 
supporting business applications. 
 
Business Capability Partition Vs Business Capability 
 
A BIAN Service Domain is most accurately referred to as a business capability 
partition or business capability building block. There is a subtle distinction between 
the capability partition represented by a Service Domain and an aspect of a business 
that is conventionally referred to as a óbusiness capabilityô. The Service Domain 
represents a discrete and generic business function or the capacity to perform some 
action such as maintain reference details about a customer relationship or operate a 
network.  
 
A formal definition of a óbusiness capabilityô goes further to describe something that 
the business wishes to be able to do with assignable accountability and for which 
some associated value and/or motivation can be ascribed. The business capability 
combines the capacity to perform within specific organizational business context.  
 
The function performed by a Service Domain may be leveraged/reused to support 
different business capabilities with different associated business contexts and 
associated values and/or purposes. For example BIAN has defined a Service 
Domain that tracks/determines a bank's credit view for a customer (Customer Credit 
Rating). Consider when this is involved in two different business capabilities: 
 

1. (The capability to) Match products to customers 
2. (The capability to) Negotiate product pricing with customers 

 
The business capabilities would both likely reference Customer Credit Rating. But the 
value/impact of the bank having an inaccurate credit perspective of the customer 
varies between the two. If say the credit perspective is overly generous the impact on 
product matching could be to recommend the wrong product, leading to a missed 
sale or the sale of an inappropriate product. The impact on the pricing business 
capability could be to offer too generous terms - a different value measurement. 
 
Having the business capability view allows this context-based distinction to be 
maintained. BIAN is currently developing a business capability model to augment the 
current Service Landscape that will be made available in a later release. 
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The Service Domains define partitions of the application logic and information/data 
that need to be reflected in the solutionôs technical architectures. The way the 
Service Domains map to a technical architecture will vary for different technical 
environments broadly reflecting different ólevelsô of sophistication in the service 
enablement. The mapping in three different technical environments is addressed in 
the next subsection. Before considering this mapping some more general statements 
are needed as to how the logical partitions defined by Service Domains line up with 
the business applications/systems in general. The terms used and descriptions of the 
different mapping arrangements is described in more detail in the How To Guide ï 
Design Principles & Techniques. Those descriptions have been summarized here.  
 
A stand-alone business application will have functionality that is typically represented 
by a collection of several Service Domains. It is also possible for Service Domains 
that combine many different tasks (such as product design or financial modeling) that 
their implementation could include multiple (small or highly specialized) business 
applications. Sometimes a Service Domain will map neatly to a single business 
application. The most common situation however is where a business application has 
functional scope covering multiple Service Domains.  
 
The diagram below captures these different Service Domain to business application 
mapping arrangements. It is used to explain the service operation support 
considerations when the mapping is not a convenient one to one. 
 

¶ Many To One ï when multiple business applications support the scope of a 
single Service Domain the issue is the support for service operations that rely 
on information or functionality that spans the business applications ï where is 
the necessary consolidation of activity performed. 

 

¶ One to Many ï when a single business application covers the role of multiple 
Service Domains the issue is whether all of the service operations of the 
constituent Service Domains can be accessed externally (functionality can 
often be embedded/integrated in a way that compromises its ability to act as a 
discrete service center). 
 

These service support issues are highlighted in the next Figure: 
 

 
 

Figure 3: Mapping Business Applications to Service Domains 
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In all of the mapping options described the service boundary of the Service Domain 
and the business application are óalignedô meaning a business application is fully 
contained within the scope of a Service Domain or a Service Domain is fully 
contained within the boundary of a business application. The case when they are not 
aligned is when the same service operations for a Service Domain somehow straddle 
two or more business applications. In this case there will need to be 
duplicated/redundant logic in more than one business application and the 
discrete/non-overlapping principle behind the BIAN service based design will have 
been compromised. 
 
Business Architecture Vs Systems Architecture views of a Service Domain 
 
The mapping arrangements described so far assume that the business application 
performs a discrete business role (and can therefore be mapped uniquely to one or 
more Service Domains). When considering the scope/mapping of application logic 
there are two situations where the relationship between the logic supported by the 
software components and the discrete business capabilities of the enterprise is not 
directly and uniquely resolvable. This is the case in two main situations: 
 

1. The application module is a óutilityô function that can be used in many different 
contexts. Each instance of use is completely independent/unaware of other 
instances. For example a ólibraryô of complex algorithms could be coded and 
reused in many different applications supporting many different Service 
Domains. 
 

2. The application module provides a ócommon solutionô that can be configured 
to support the needs of different business functions. An example would be in 
the area of product fulfillment. There could be a collection of products such as 
different types of loan that are captured as discrete business capabilities at the 
business architecture level (and so would have different Service Domains). 
But in operation they have very similar behaviors such that an application 
solution built for one could be reconfigured and redeployed to support the 
others. As with the utility function, each application deployment is functionally 
independent/unaware of other deployment instances. 

 
 
This mapping of utility and common solution application modules to Service Domains 
is shown schematically in the next figure: 
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Figure 4: Aligning utility and common solution application modules to service domains 

 
The use of shared utility and common solution application modules is an important 
aspect of effective software development and deployment. The use of these kinds of 
application module can be properly represented at the system architecture level. It is 
however not an aspect of the business architecture representation because the 
business architecture level intentionally shows only discrete business capabilities. 
These business capabilities may be supported by any appropriate combination of 
application modules including unique logic, re-used utility elements or employing a 
configured instance of a common solution. 
 
The tracing of utility solution elements and the possible scope of common/shared 
solutions can be overlain on the business architecture representation. Where there is 
a common pattern to this the mapping can be a useful guide for application 
development. The Figure below shows how utility and shared solution options might 
be related to a BIAN business architecture model. 
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Figure 5: Service Landscape with shared and common solution overlain 

 
Vendor Agnostic Application Model 
 
BIAN has recently established a Working Group to explore the topic of mapping BIAN 
designs to more detail application architectures in more detail. The goal of this 
Working Group is to define and develop a óvendor agnosticô application architecture 
view of the BIAN Service Landscape. 
 
In addition to the broad alignment to the BIAN Service Domains outlined above this 
group will consider how application logic may need to be partitioned to deal with 
performance and security considerations. It will also consider how to represent 
application logic that is not reflected in the BIAN model such as operating systems, 
operational/functional utilities and platform capabilities. 
 
The results of this Working Group will be included in later releases of this guide. 
 
Service Domains can be mapped to Micro-services 
 
Micro-service architecture has a lot in common with the core design principles 
employed by BIAN. The Gartner definition of a Micro-service underscores this: 
 

ñA micro-service is a tightly scoped, strongly encapsulated, loosely coupled, 
independently deployable and independently scalable application component.ò 
ï Gartner 
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Micro-services can be defined at varying levels of detail. Terms ónano serviceô and 
ómacro serviceô are often used to describe finer and coarser grained components 
respectively. At one level the boundary of a Micro-service can be mapped directly to 
the role of a Service Domain. The functional scope and the offered and consumed 
Service Domain service operations define the Micro-service boundary. 
 
Because a Service Domain performs a single discrete function and in particular 
because it handles all instances of its specified business role from start to finish the 
Service Domain has very strong function and data partitioning. Furthermore when a 
Service Domain is implemented following proper service oriented design the service 
behaviors can strictly enforce encapsulation.  
 
The BIAN partitioning approach defines business components that specifically 
conform to the goals of micro-service design. The summary table below outlines how 
BIAN Service Domains and Micro-services can be compared: 
 

 
 

Figure 6: BIAN Service Domains related to micro-services 
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The BIAN Service Domains each represent a discrete, non-overlapping business 
capability. In theory (and in some technical environments) each Service Domain 
could be implemented as a stand-alone application and all business activity could be 
supported by service collaborations between these distinct applications. In practice 
the significant majority of business applications combine the capabilities of several 
Service Domains as an integrated business solution. The reasons for integrating 
capabilities together include performance, operational coherence and integration 
considerations.  
 
The various technical reasons for combining capabilities into an integrated 
application are not addressed in this document. However, for a business application 
cluster of Service Domains it is necessary to define órolesô that define how the 
individual Service Domains relate to the broader application portfolio. The Service 
Domains tend to play one of three roles in the context of the overall enterpriseô 
systems portfolio as defined below: 
 
Service Domain roles within a business application cluster are:  

 
¶ Core ï The Service Domain exists only in the business application 

represented by the cluster. Any and all reference to this Service Domain 
must be supported by the external service boundary of the cluster. (As 
must all of its delegated service operation dependencies). The Service 
Domain Current Account Mortgage Fulfillment would be a core Service 
Domain in the Current Account Mortgage Processing Application cluster... 
 

¶ Proxy - Represents a capability that is likely to be repeated in other 
clusters and is included in the cluster to provide a local 'view'. In such a 
case it could be the master version meaning all other instances need to 
reference this instance for their needs, or it could be a slave, meaning it 
needs to synchronize with the master instance elsewhere through suitable 
'background' services. SD Party Data Management could be a slave proxy 
service domain in the Current Account Mortgage Processing Application 
cluster. 
 

¶ Utility - A proxy Service Domain role, the cluster contains a non-unique 
instance. But in the case the local instance operates in a fully standalone 
manner - it does not need to synchronize or even be aware of other similar 
SD instances elsewhere. Position Keeping (the transaction journal) is a 
utility instance in the Current Account Mortgage Processing Application 
cluster 

 
When Service Domains are grouped into a cluster the external boundary of the 
cluster can be defined by referencing the available service operation connections 
between any of the Service Domains within the cluster and the surrounding Service 
Domains with which they interact. For Proxy Service Domains additional external 
connections are needed to ensure their synchronization with other copies of the 
Service Domain maintained elsewhere.  
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An example of a business application cluster is shown below (note only a sample of 
service operation connections and surrounding/referenced Service Domains is 
included for simplicity): 
 

 
 

Figure 7: Core banking Business Application Cluster 
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This additional level of detail has been based on breaking down the main behavior of 
a Service Domain that is defined by its ófunctional patternô into finer grained behaviors 
called óbehavior qualifier typesô. The behavior qualifiers for a Service Domain are 
used to add detail to the internal working, the business information governed and the 
purpose and content of the service operations the Service Domain offers and 
consumes.  
 
The BIAN specification is more fully described in the How To Guide ï Design 
Concepts and Techniques.  In this section three main ways the BIAN specification 
content can be extended are described in more general terms: 
 

¶ Service Domain functionality ï BIAN does not define the internal functioning 
of a Service Domain in any great detail but the functional scope can be 
inferred from the business role/purpose, control record and service boundary. 
This outline functional description can be extended using functional and non-
functional checklists 

¶ Service Operation ï the BIAN service operations provide a semantic 
description of the exchange dependency between two collaborating Service 
Domains. This definition can be extended in two key ways ï 1) the information 
content can be defined in more detail by mapping to underlying message 
exchanges; and 2) the protocol or orchestration of the interaction can be 
defined in terms of the structure/choreography of the dialogue. 

¶ Semantic APIs ï the BIAN Service Domains and service operations can be 
used as a high level for defining standard application programming interfaces 
(APIs). A specific BIAN How To Guide is available on this subject. It is 
summarized here for reference purposes 

 
 A fourth way the Service Domain specification needs to be extended is the definition 
of the business information (and associated data representation) governed and 
referenced by the Service Domain and its service operations. BIAN is developing its 
own business object model (BOM) that is related back to the industry standard 
ISO20022 model as noted above. As extended definitions of the Service Domains 
are created as part of BIANôs Semantic API initiative the business information profile 
of the Service Domains and their service operations is being enhanced. 
  
Possible Service Domain functional specializations 
 
When interpreting the high level BIAN designs there will often be a need to add or 
make amendments to handle site-specific variations before additional detail is 
mapped to the structures. These variations may be required to deal with 
considerations such as local geo-political constraints, aligning with legacy systems 
behaviors, supporting unique differentiating business practices and/or technical 
environment implementation features. Whatever the reason for these specializations, 
as long as the core role and purpose of the individual Service Domains remains 
intact, the anticipated benefits of the BIAN SOA standard will be realized.  
 
The key mechanism that can be used to ensure the core role/purpose is retained as 
the Service Domain is specialised by adding implementation level specification detail 
(and optionally local specializations) to the Service Domain and its service operation 
specifications is the control record. As mentioned in the discussion of óexternalizationô 
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earlier in this guide, all service operation fulfillment, internal functional features and 
associated business information use needs to be relatable directly to the control 
record.  
 
In the case of service operations and the linked messages underlying the requested 
action and the information content needs to pertain to the definition of a control 
record instance and if appropriate initiate some action that relates to its life cycle 
behavior. Any extensions to the business information definitions and associated data 
structures should also relate to the structure and content of the control record without 
changing its basic scope or definition. 
 

2.4.1 Extending the functional definition of the Service Domain 

 
The BIAN definition of a Service Domain considers the internal functionality to be as 
a óblack boxô ï BIAN does not attempt to specify any internal working patterns or 
architectural structures. BIAN merely clarifies at a high level what business 
functionality it should contain in order to fulfill its business purpose and what 
business functionality it may need to access to through delegated service operation 
calls to other Service Domains.  
 
The main reason BIAN does not expand on the Service Domain functionality as part 
of the canonical standard is that BIANôs focus is to help improve interoperability 
between business capabilities and not the effectiveness of those capabilities 
themselves. As a result the standard only seeks to define formally the service 
exchanges that connect the business capabilities. For this it is only necessary to 
outline the purpose/role of a capability partition in order to be able to explain/match 
its offered and consumed services. 
 
Though a limited definition of the Service Domain functionality is sufficient to specify 
its service operation use, it has been found that more detailed functional descriptions 
are very useful to implementation teams using the standard. The improved 
descriptions are needed to ensure that the teams correctly interpret the Service 
Domain functional partitions. But as the internal workings of the Service Domain can 
change and evolve, any more detailed functional descriptions are not canonical. 
Instead they only provide some prevailing examples as a guide. 
 
The limited functionality description provided for the BIAN Service Domain can be 
easily expanded upon using the simple mechanism of a óchecklistô. The checklist 
provides a simple structured framework to list the prevailing functional and non-
functional properties that might be expected to be in place for a Service Domain (or 
more precisely the business applications supporting the activity scoped out by the 
Service Domain). The checklist includes the main prevailing features and can 
optionally include sub-structures to list more specializations features aligned to 
requirements such as: 
 

¶ geopolitical requirements ï specific traditions and laws/regulations,  

¶ advanced levels of sophistication ï advanced practices yet to become 
standard  
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¶ scale/segment ï different properties that might apply to types of financial 
institution or specifically to large enterprises  

 
An example of a basic feature checklist table is shown in Section 2.5 of this guide.  
 
BIAN does not currently maintain feature tables for the Service Domains. Like 
Business Scenarios the feature tables are not canonical and only provide example 
content. Furthermore the functional feature lists can be expected to change as new 
practices emerge. This guide only describes the structure and use of feature tables 
as a tool. It is anticipated that banks and solution providers will develop and maintain 
their own feature tables or equivalent as might be necessary. BIAN may consolidate 
and make available example feature tables for Service Domains if this is found to be 
useful in the future. 
 
When developing the feature lists for a Service Domain the same externalization 
tests already described for specialization should be applied to the content. 
Essentially all listed functionality should be directly relatable to instances of the 
Service Domain control record and its particular life-cycle behaviors. 
  
When considering the fit of a functional feature to a Service Domain it can help to 
consider the Service Domain in the context of one or more Business Scenarios. It 
can be easier to confirm the decision to externalize a function (that does not relate to 
the control record of the considered Service Domain) if the correct location for the 
functional feature can be assigned to some other Service Domain. 
 
With the addition of behavior qualifier types to the specification of a Service Domain 
there may be corresponding refinements that can be made to the structure of the 
feature checklist table to reflect the different behavior qualifiers for a Service Domain. 
This option may be explored in later versions of this guide. 
 

2.4.2 Mapping service operations to messages  

 
BIAN service operations describe a high-level dependency between two Service 
Domains. They list the exchanged business information and may refer to 
services/actions that are requested. The BIAN service operation does not define the 
protocol or choreography of the interaction as this is typically implementation 
dependent. 
 
In an earlier release BIAN defined a comprehensive checklist of the types of 
information that might be maintained by a Service Domain and that could be 
referenced in the payload of called service operations. It also used filtering based on 
the Service Domainôs functional pattern and the action term of its service operations 
to define candidate service operation content. In the latest release this checklist-
based approach has been replaced with specific semantic information content being 
defined for individual Service Domains and their service operations as an aspect of 
the Semantic API initiative. 
 
The different approaches for defining the service operation content and the structure 
of the information in a BIAN service operation definition is described in more detail in 
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the next section. This section describes the steps of a procedure that maps service 
operations to underlying machine level messages where they are available.  
 
As noted earlier the service operation defines the information exchanged. It does not 
define the protocol or choreography of the exchange as this is implementation 
specific. For example a service operation exchange could be realized by a simple 
two-way óhandshakeô of information or could result in a complex iterative exchange of 
underlying messages. In this context a message defines the data content exchanged 
in appropriate detail.  
 
A service exchange may involve some combination of: 
 

¶ The movement or assignment of some facility or resource 

¶ A free-form person to person dialogue/negotiation 

¶ óStructuredô and unstructured information exchange person to machine and 
machine to machine 

 
As BIANôs focus is on improving application to application interoperability the focus of 
the service operation definition is on the specific content related to the exchange of 
structured and unstructured information. Given the ever increasing ability of (AI) 
technology to infer structure from different information sources the boundary between 
structured and unstructured is in flux . 
 
The term ómessageô refers to standard data structures defined to support specific 
application to application exchanges. A message may include a combination of 
individual data items, structured data records and unstructured data. Standard 
messages have been published by a number of standards bodies. Of particular 
relevance to BIAN is the ISO 20022 financial services message specification. 
Standard messages are key for several aspects of banking (payment in particular). 
Though published industry standard message specifications are only available for a 
small subset of the business activities covered by the BIAN Service Landscape at 
this time.   
 
The precise structure of the BIAN service operation, in terms of the different fields, 
naming conventions, standard content and content explanations are more completely 
documented in the How-to Guide ï Developing Content. These finer details are not 
so important here where a general process for matching up the service operation 
with the underlying standard message is outlined.  
 
BIAN has undertaken a number of initiatives over recent years to explore repeatable 
ways to map service operations to messages. A general approach is described 
below. It has been derived in part from research initiatives performed by students at 
Carnegie Melon University in collaboration with BIAN and PNC Bank. The final 
reports for these studies are available at BIAN.org. 
 
The mapping approach uses Service Domain design elements and their service 
operations. These are explained in the How-to Guide ï Design Principles & 
Techniques and summarized here for ease of reference. The key BIAN design 
elements/considerations include: 
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¶ Service Domain ófunctional patternô ï every BIAN Service Domain has a 
standard operational behavior (its functional pattern). It performs this function 
on instances of a selected type of asset. It is responsible for fulfilling its 
function for the complete life-cycle (from start to finish) for each instance.  
 
For example the Service Domain óProduct Designô has the functional pattern 
óDESIGNô on the asset type óproduct/serviceô, (here the term óproduct/serviceô 
refers to the capacity to support some product/service and the óassetô is the 
intellectual property of its specification).  
 
The full life-cycle for the instance of a product design spans the initial 
identification/registration of the design specification, through all 
specification/update cycles and usage scenarios through to the final 
termination/archiving of the design. 
 

¶ functional pattern ï BIAN has identified a number (18) of generic commercial 
behaviors that are applied to different asset types in the execution of business. 
For example for an asset such as an ATM network there are several 
applicable functional patterns that represent the things done to maintain and 
leverage this resource for commercial advantage. These include 
managing/configuring, operating, maintaining and analyzing the performance 
of the ATM network. As noted each Service Domainôs behavior is 
characterized by one functional pattern 
 

¶ asset type ï BIAN has used a simple hierarchical decomposition technique in 
order to identify the full range of tangible and intangible assets that may be 
found in any Bank. BIAN has also refined techniques to determine the correct 
level of granularity to perform this type decomposition in order to identify 
Service Domains that are elemental in their role. This technique is fully defined 
in the How To Guide ï Design Principles & Techniques. As already noted 
each Service Domainôs behavior is the combination of its functional pattern 
applied to the full life cycle óprocessingô of instances of its specific asset type 
 

¶ generic artifact & control record ï As functional patterns describe a 
behavior they typically take the verb form. The generic artifact for a functional 
pattern simply describes some form of tangible record or document that can 
be associated with the execution of the functional pattern. For example the 
functional pattern óagree termsô that describes the action of defining and 
maintaining governing terms has the associated generic artifact of an 
óagreementô. 
 
A Service Domain applies one pattern of behavior (functional pattern) to one 
asset type. Its control record combines the functional patternôs generic artifact 
with the asset type. The control record can be thought of as a mechanism 
used to track/manage the execution of one occurrence of the Service Domain 
performing its business role for a complete life-cycle. For example the Service 
Domain Product Design the functional pattern is design and its generic artifact 
is óspecificationô. The asset type is óproduct/serviceô (short for the capacity to 
deliver a product or service) resulting in a control record that is 
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óproduct/service specificationô.  
 

¶ action terms ï the primary purpose for each service operation call is reflected 
in its action term. BIAN has identified a standard set of action terms to select 
from and each service operation uses one of these action terms. In general 
each action term defines the kind of operation that the service operation 
results in on one or more control record instances, for example activating, 
updating, requesting or retrieving (reporting) on that instance. 
 

¶ service operations ï a structured framework/template is used to capture the 
properties, naming and payload/content of a service operation. 

 
The steps in the general approach reference these design features in order to match 
messages to service operations. The general steps are described as applied to an 
individual service operation: 
 

1. Step 1 ï Asset Type to object ï the service operationôs host Service 
Domainôs control record includes the asset type that is acted upon. This asset 
type can be mapped to the object or data type that is the subject of messages 
from the target message set. For example the asset type could be a customer 
relationship and the associated object is the customer object. The selected 
messages will contain customer related data 
 

2. Step 2 ï Functional Pattern filtering ï the BIAN functional pattern defines a 
constrained used of the asset type. This can be used to narrow the scope of 
the data related to the mapped object and this in turn can be used to 
filter/eliminate the mapped messages. Continuing with the customer 
relationship/customer object match, if the functional pattern is AGREE 
TERMS, the customer related data can be limited to that directly associated 
with the details that make up a customer agreement and any message not 
containing this type of data can be eliminated from further consideration 
 

3. Step 3 ï Action Term alignment ï the action term provides a fairly precise 
definition of the purpose for the service operation call (the intended action to 
be performed). Many messages are similarly associated with some kind of 
intended use/purpose ï mapping the action term to this when available can be 
used to further filter/eliminate candidate messages 
 

4. Step 4  Service Operation payload ï the final step uses the semantic 
description of the business information content of the input and output 
parameters of the service operation. The content is mapped against the 
information payload of any candidate messages. This is done to confirm that 
the message contains all key information and may also can highlight 
redundant/excessive data content in the message for the intended purpose of 
the service operation. In the latter case a design decision is required as to 
whether the excessive content eliminate the message from the mapping 
 

The selection and filtering of the messages described above does not take into 
account any message exchange óchoreographyô that may be involved in the service 
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operation exchange. The BIAN service operation simply defines the main information 
exchange dependency. 

2.4.3 Semantic APIs  

 
Semantic application programming interface (API) refers to using the BIAN Service 
Domains and their service operation interactions as a ótop-downô framework for 
defining standard aspects of an application to application interface. The latest release 
of the Service Landscape includes a major update and revision of the BIAN approach 
to APIôs based on extensive work done since the prior release. The API approach 
and an outline of how the BIAN standard can be used is covered later in this section 
of the guide. A complete description of the BIAN API initiative can be found in the 
BIAN Semantic API How To Guide that is published with the latest Service 
Landscape release. 
 
All BIAN How to Guides are pitched for business and application architects.  An API 
practitioners guide intended for software engineers is planned for publication in the 
near future 
 

2.5 Applying BIAN in different technical architectures 

 
The BIAN model defines the capability building blocks as discrete functional 
partitions that are suited to service enablement. Though it can be highly beneficial to 
relate the high level BIAN Service Domains to a service oriented systems 
architecture (SOA) this is not mandatory. Here we describe three ótypesô of target 
technical architecture to describe the progression towards a ópureô service oriented 
architecture: 

 
1. Type 1 - Conventional (legacy/core) system rationalization ï in this 

example the BIAN Service Doman designs are used to assess an 
existing application portfolio. The Service Domain partitions are used to 
identify duplication and fragmentation of the business logic and 
information between the business applications  
 

2. Type 2 - Host renewal/ESB integration and application/system 
assembly ï building forward from existing system rationalization and 
synchronization, technologies such as an enterprise service bus (ESB) 
can be used to develop shared service capabilities and reduce 
redundancy across the application portfolio 
 

3. Type 3 - Loose coupled distributed/Cloud systems ï the most 
advanced use of technology considered is that of the highly distributed 
internet and cloud environments, where solutions are loose coupled 
and fully service enabled. This approach also fits with the emerging 
micro-service architectures 

  
The BIAN Service Domains and their service operations collectively represent a 
complete, organized and non-overlapping description of all of the functional building 
blocks needed to assemble any banking business application. The systems support 
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for the Service Domain building blocks and their interactions can be realized in 
different ways. If the business applications are aligned to the Service Domains 
effectively then the operational flexibility and efficiencies of a SOA can be realized to 
varying degrees depending on the technical environment.  
 
Before describing how the BIAN designs are interpreted in different technical 
environments, it is necessary to make a distinction between two aspects of business 
operation that are captured in a Service Domainôs specification as these aspects will 
be interpreted differently. To date, a Service Domain has been described as a 
business capability partition that performs a business role and that is engaged 
through its offered service operations and may subscribe to services from other 
Service Domains as needed. This behavior is suitable to describe a service based 
implementation but the same business capability may also be implemented in a less 
flexible óhard wiredô technical environment where the connections are point to point 
interfaces rather than being realized being through some flexible service based 
mechanism. 
 
The Service Domain can be divided into two components ï its functional core and a 
óservice enablingô wrapper that handles the interactions with other Service Domains 
as shown in the Figure: 
 

 
 

Figure 8: Service Domain broken into a functional core and service ówrapperô 

 
This distinction is referenced in the descriptions of the different technical 
implementation environments that follow. 
 

2.5.1 Type 1 - Conventional (legacy/core) system rationalization 

 
For legacy/core systems rationalization the Service Domains are used as a stable 
framework that defines non-overlapping functional partitions that can then be used to 
map the footprint of legacy/core applications to highlight different shortfalls. The 
Feature Checklists described earlier and the recent addition of behavior qualifiers 
can be used to provide a more detailed functional description of the Service Domains 
for mapping the existing application portfolio. Only the functional core of the Service 

Core Functions

& Logic

Service Operation 

Orchestration

(Pattern)

Core Data

Control Record

State

Management

Service Domain
Mechanics

Local State

Full

Lifecycle

Instances

O
ffe

re
d

 
S

e
rv

ic
e

s
C

o
n

s
u

m
e

d
 

S
e

rv
ic

e
s

Differentiating between the core
functions and the service óboundaryô



BIAN How-to Guide Applying the BIAN Standard V6.0 

Page 32 of 85                            © 2018 BIAN e.V. | P.O. Box 16 02 55 | 60065 Frankfurt am Main | Germany                       

Domain is used in the case, there is no assumption that any systems interfaces will 
be service enabled. The Service Domains are simply used to define the assessment 
framework. 
 
As shown schematically to the left of the Figure below, most legacy business 
applications cover the scope of multiple but differing collections of Service Domains 
and so it is not meaningful to do a direct application to application comparison as two 
applications will typically have different functional coverage. Because the Service 
Domains do not overlap when the applications are mapped against them it is 
possible to do a like-for-like mapping by considering the application coverage for 
each Service Domain at a time and then consolidate the collection of assessments 
for all Service Domains in scope for an application in order to reach a determination 
as to its long term role.  
 
This decision can become quite complicated as often a legacy system will not always 
divide up/modularise neatly along Service Domain boundaries. So if an application is 
found to be a good fit for some Service Domains and not for others it may not be 
possible to retain just the desired elements. The determination has to be performed 
on a case by case basis, but the Service Domain framework does at least give a 
clear indication of where an application has strengths and weaknesses to feed into 
that more objective selection assessment. 
 

 
 

Figure 9: Using BIAN Service Domain partitions for comparisons 

 
The schematic mapping on the right shows the Service Domains as the background 
grid and then overlays the functional footprint of the existing business applications. 
Three different shortfalls are highlighted; 
 

¶ Duplication ï perhaps the most obvious is where two or more business 
applications perform the role of the same Service Domain. As noted below this 
may or may not be an issue, but at this stage it highlights potential redundancy 

¶ Gaps ï the Service Domain feature checklist may include functional features 
that are not currently fully supported and these will show up as gaps in the 
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